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**What is a Software Product Line?**

Why use Software Product Lines?

What are the advantages?

However, we have to add new features, correct bugs

SPL Evolution without tool support

There are some strategies to check SPL refinement [], however they are unsound …

To help to solve this problem, in this work we propose ….

As a basis for the implementations, we use the formal definition of SPL refinement []

A software product line (SPL) is a set of related software products that are generated from reusable assets. Products are related in the sense that they share common functionality. This kind of reuse targeted at a specific set of products can bring significant productivity and time to market improvements [1, 2]. The goal of SPLs is to enable a controlled reuse and evolution of features common to multiple products. However, SPL evolution can be quite challenging. Changing requirements will require adaptation of a product line’s features and, hence, affect deployed products as well as products still under development.

In general, successful evolution of SPLs requires comprehension of the impact of changes. For example, if a product has a bug, it is necessary to identify all deployed and under development products that are affected. Also, if a feature is added or removed it is necessary to assess the impact on all products in order to determine whether an already deployed product can be maintained using the current product line or if an older version of the product line needs to be used. Furthermore, in this context we have to deal not only with assets but also with artifacts, like feature models [4] and configuration knowledge [3], that enable product generation, and they should all be changed consistently. Being more specific, when improving the design of the SPL’s artifacts, it might be important to make sure that the associated changes do not affect the behavior of the existing SPL products. This notion of safe evolution is translated by a formal definition of SPL refinement [5, 6], which guarantees that the observable behavior of products in the original SPL is preserved by corresponding products in the evolved SPL.
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